**Facebook 面试频率最高100题**

**LeetCode 56. Merge Intervals**

class Solution

def merge\_intervals(intervals):

if intervals is None or len(intervals) == 0:

return []

results = []

intervals.sort(key=lambda t:t[0])

for interval in intervals:

if len(results) == 0 or interval[0] > results[-1][1]:

results.append(interval)

else:

results[-1][1] = max(results[-1][1], interval[1])

return results

**LeetCode 252. Meeting Rooms**

class Solution:

def can\_attend\_meetings(intervals):

intervals.sort(key=lambda t:t[0])

for i in range(len(intervals) - 1):

if intervals[i][1] > intervals[i+1][0]:

return False

return True

**LeetCode 253. Meeting Rooms II**

import heapq

class Solution:

def min\_meeting\_rooms(intervals):

if intervals is None or len(intervals) == 0:

return 0

intervals.sort(key=lambda t: t[0])

rooms = []

for inv in intervals:

if len(rooms) > 0 and inv[0] >= rooms[0]:

heapq.heappop(rooms)

heapq.heappush(rooms, inv[1])

else:

heapq.heappush(rooms, inv[1])

return len(rooms)

**LeetCode 15. 3Sum**

class Solution:

def three\_sum(self, nums):

if nums is None or len(nums) <= 2:

return []

nums.sort()

results = []

n = len(nums)

for i in range(n-2):

if i >= 1 and nums[i] == nums[i-1]:

continue

l = i + 1

r = n - 1

while l < r:

s = nums[i] + nums[l] + nums[r]

if s < 0:

l += 1

elif s > 0:

r -= 1

else:

results.append((nums[i], nums[l], nums[r]))

while l < r and nums[l] == nums[l+1]:

l += 1

while l < r and nums[r] == nums[r-1]:

r -= 1

l += 1

r -= 1

return results

**LeetCode 75. Sort Colors**

class Solution:

def sort\_colors(nums):

if nums is None or len(nums) == 0:

return

red = 0

white = 0

blue = len(nums) - 1

# red: [red, white]

# white: [white+1, blue]

# blue: [blue+1:]

while whilte < blue:

if nums[white] == 0:

nums[red], nums[white] = nums[white], nums[red]

red += 1

white += 1

elif nums[white] == 1:

white += 1

else:

nums[white], nums[blue] = nums[blue], nums[white]

blue -= 1

return

**LeetCode 825. Friends of Appropriate Ages**

Person A will NOT friend request person B (B != A) if any of the following conditions are true:

age[B] <= 0.5 \* age[A] + 7

age[B] > age[A]

age[B] > 100 && age[A] < 100

Otherwise, A will friend request B.

import collections

class Solution:

def num\_friend\_requests(self, ages):

result = 0

counts = collections.Counter(ages)

for a in counts:

for b in counts:

if b <= 0.5 \* a + 7 or b > a:

continue

results += counts[a] \* (counts[b] - (a==b))

return result

**LeetCode 621. Task Scheduler**

import collections

class Solution:

def least\_interval(self, tasks, n):

counts\_d = collections.Counter(tasks)

counts = [counts\_d[t] for t in counts\_d]

counts.sort(reverse = True)

result = 0

while counts[0] > 0:

for i in range(n):

if counts[0] == 0:

break

if i < len(counts) and counts[i] > 0:

counts[i] -= 1

result += 1

counts.sort(reverse=True)

return result

**LeetCode 863. All Nodes Distance K in Binary Tree**

class Solution:

def distanceK(self, root, target, K):

def dfs(node, par=None):

if node is None:

return

node.par = par

dfs(node.left, node)

dfs(node.right, node)

dfs(root, None)

queue = [(target, 0)]

seen = set([target])

while queue:

if queue[0][1] == K:

return [node.val for node, d in queue]

node, d = queue.pop(0)

for nei in (node.left, node.right, node.par):

if nei is not None and nei not in seen:

seen.add(nei)

queue.append((nei, d+1))

return []

**LeetCode 53. Maximum Subarray**

class Solution:

def max\_subarray(self, nums):

if nums is None or len(nums) == 0:

return 0

result = - float(‘inf’)

dp = [0] \* (len(nums) + 1)

for i in range(1, len(nums) + 1):

dp[i] = nums[i-1] + max(dp[i-1], 0)

result = max(result, dp[i])

return result

**LeetCode 88. Merge Sorted Array**

class Solution:

def merge(self, nums1, m, nums2, n):

while m > 0 and n > 0:

if nums[m-1] >= nums2[n-1]:

nums1[m+n-1] = nums1[m-1]

else:

nums1[m+n-1] = nums2[n-1]

if n > 0:

nums1[:n] = nums2[:n]

**LeetCode 27. Remove Element**

class Solution:

def remove\_element(self, nums, val):

if nums is None or len(nums) == 0:

return 0

tail = len(nums) - 1

i = 0

while i <= tail:

if nums[i] == val:

nums[i], nums[tail] = nums[tail], nums[i]

tail -= 1

else:

i += 1

return i

**LeetCode 674. Longest Continuous Increasing Subsequence**

class Solution:

def find\_length\_of\_LCIS(self, nums):

if nums is None or len(nums) == 0:

return 0

temp = 1

result = 1

for i in range(1, len(nums)):

if nums[i] > nums[i-1]:

temp += 1

else:

temp = 1

result = max(result, temp)

return result

**LeetCode 283. Move Zeros**

class Solution:

def move\_zeros(self, nums):

if nums is None or len(nums) == 0:

return

tail = 0

i = 0

while i < len(nums):

while tail < len(nums) and nums[tail] != 0:

tail += 1

i = tail

while i < len(nums) and nums[i] == 0:

i += 1

if i < len(nums) and tail < len(nums):

nums[i], nums[tail] = nums[tail], nums[i]

tail += 1

**LeetCode 438. Find All Anagrams in a String**

import collections

class Solution:

def find\_anagrams(self, s, p):

results = []

\_p = collections.Counter([c for c in p])

\_s = collections.Counter([c for c in s[:len(p)]])

for i in range(len(s) - len(p) + 1):

if i > 0:

\_s[s[i-1]] -= 1

\_s[s[i+len(p)-1] += 1

if self.check(\_s, \_p):

results.append(i)

return results

def check(self, \_s, \_p):

for c in \_s:

if \_s[c] != 0 and (c not in \_p or \_s[c] != \_p[c]):

return False

return True

**LintCode 767. Reverse Array**

class Solution:

def reverse\_array(self, nums):  
 if nums is None or len(nums) == 0:

return

i = 0

j = len(nums) - 1

while i < j:

nums[i], nums[j] = nums[j], nums[i]

i += 1

j -= 1

**LeetCode 896. Monotonic Array**

class Solution:

def is\_monotonic(self, A):

increasing = True

decreasing = True

for i in range(len(A) - 1):

if A[i] < A[i+1]:

decreasing = False

if A[i] > A[i+1]:

increasing = False

return increasing or decreasing

**LeetCode 31. Next Permutation**

class Solution:

def next\_permutation(self, nums):

if nums is None or len(nums) <= 1:

return

n = len(nums)

i = n - 1

while i >= 1 and nums[i-1] >= nums[i]:

i -= 1

pivot = i - 1

next\_pivot = pivot + 1

for i in range(next\_pivot, n):

if nums[i] <= nums[pivot]:

continue

if nums[i] < nums[next\_pivot]:

next\_pivot = i

nums[pivot], nums[next\_pivot] = nums[next\_pivot], nums[pivot]

nums[pivot+1:] = sorted(nums[pivot+1:])

**LeetCode 33. Search in Rotated Sorted Array**

class Solution:

def search(self, nums, target):

if nums is None or len(nums) == 0:

return -1

l = 0

r = len(nums-1)

while l + 1 < r:

m = (l + r) // 2

if nums[m] == target:

return m

if nums[m] > nums[l]:

if nums[l] <= target <= nums[m]:

r = m

else:

l = m

else:

if nums[m] < target <= nums[r]:

l = m

else:

r = m

if nums[l] == target:

return l

if nums[r] == target:

return r

return -1

**LeetCode 121. Best Time to Buy and Sell Stock**

class Solution:

def max\_profit(self, prices):

min\_price = float(‘inf’)

max\_profit = 0

for i in range(len(prices)):

if prices[i] < min\_price:

min\_price = prices[i]

elif prices[i] - min\_price > max\_profit:

max\_profit = prices[i] - min\_price

return max\_profit

**LeetCode 42. Trapping Rain Water**

class Solution:

def trap(self, height):

if height is None or len(height) == 0:

return 0

l = 0

r = len(height) - 1

min\_height = 0

result = 0

while l < r:

while l < r and height[l] <= min\_height:

result += min\_height - height[l]

l += 1

while l < r and height[r] <= min\_height:

result += min\_height - height[r]

r -= 1

min\_height = min(height[l], height[r])

return result

**LeetCode 523. Continuous Subarray Sum**

class Solution:

def check\_subarray\_sum(nums, k):

if nums is None or len(nums) == 0:

return False

n = len(nums)

for i in range(n-1):

if nums[i] == 0 and nums[i+1] == 0:

return True

if k == 0: return False

if k < 0: k = -k

sum2index = dict()

sum2index[0] = -1

sum = 0

for i in range(len(nums)):

sum += nums[i]

for j in range(k, sum, k):

if (sum - j) in sum2index and i - sum2index[sum - j] >= 2:

return True

if sum not in sum2index: sum2index[sum] = i

return False

**LeetCode 135. Candy**

class Solution:

def candy(self, ratings):

if ratings is None or len(ratings) == 0:

return 0

n = len(ratings)

candies = [1] \* n

for i in range(1, n):

if ratings[i] > ratings[i-1]:

candies[i] = candies[i-1] + 1

for i in range(n-2, -1, -1):

if ratings[i] > ratings[i+1]:

candies[i] = candies[i+1] + 1

return sum(candies)

**LeetCode 380. Insert Delete GetRandom O(1)**

import random

class RandomizedSet:

def \_\_init\_\_(self):

self.set = list()

self.index = dict()

def insert(self, val):

if val not in self.index:

self.set.append(val)

self.index[val] = len(self.set) - 1

return True

return False

def remove(self.val):

if val in self.index:

ind = self.index[val]

self.set[ind] = self.set[-1]

self.index[self.set[ind]] = ind

self.set.pop()

self.index.pop(val)

return True

return False

def getRandom(self):

return random.choice(self.set))

**LeetCode 621. Task Scheduler**

import collections

class Solution:

def least\_interval(self, tasks, n):

counts\_d = collections.Counter([t for t in tasks])

counts = [counts\_d[t] for t in counts\_d]

counts.sort(reverse=True)

result = 0

while counts[0] > 0:

for i in range(n+1):

if counts[0] == 0:

break

if i < len(counts) and counts[i] > 0:

counts[i] -= 1

result += 1

counts.sort(reverse=True)

return result

**LeetCode 714. Best Time to Buy and Sell Stock with Transaction Fee**

At the end of the i-th day, we maintain cash, the maximum profit we could have if we did not have a share of stock, and hold, the maximum profit we could have if we owned a share of stock.

To transition from the i-th day to the i+1-th day, we either sell our stock cash = max(cash, hold + prices[i] - fee) or buy a stock hold = max(hold, cash - prices[i]). At the end, we want to return cash. We can transform cash first without using temporary variables because selling and buying on the same day can't be better than just continuing to hold the stock.

class Solution:

def max\_profit(self, prices, fee):

cash = 0

hold = -prices[0]

for i in range(1, len(prices)):

cash = max(cash, hold + prices[i] - fee)

hold = max(hold, cash - prices[i])

return cash

**LeetCode 498. Diagonal Traverse**

class Solution:

def find\_diagonal\_order(self, matrix):

if matrix is None or len(matrix) == 0:

return []

m = len(matrix)

n = len(matrix[0])

results = []

r = 0

c = 0

for i in range(m\*n):

results.append(matrix[r][c])

if (r + c) % 2 == 0: # moving up

if c == n - 1:

r += 1

elif r == 0:

c += 1

else:

r -= 1

c += 1

else:

if r == m - 1:

c += 1

elif c == 0:

r += 1

else:

r += 1

c -= 1

return results

**LeetCode 238. Product of Array Except Self**

class Solution:

def product\_except\_self(self, nums):

n = len(nums)

before = [0] \* n

after = [0] \* n

before[0] = nums[0]

for i in range(1, n):

before[i] = before[i-1] \* nums[i]

after[-1] = nums[-1]

for i in range(2, n+1):

after[-i] = after[-i+1] \* nums[-i]

results = [0] \* n

for i in range(n):

if i == 0:

results[i] = after[1]

elif i == n-1:

results[i] = before[i-1]

else:

results[i] = before[i-1] \* after[i+1]

return results

**LeetCode 689. Maximum Sum of 3 Non-Overlapping Subarrays**

class Solution:

def max\_sum\_of\_three\_subarrays(self, nums, k):

n = len(nums)

w = []

inv = 0

for i in range(n):

inv += nums[i]

if i >= k:

inv -= nums[i-k]

if i >= k-1:

w.append(inv)

left = [0] \* len(w)

best = 0

for i in range(len(w)):

if w[i] > w[best]:

best = i

left[i] = best

right = [0] \* len(w)

best = len(w) - 1

for i in range(len(w) - 1, -1, -1):

if w[i] >= w[best]:

best = i

right[i] = best

ans = None

for j in range(k, len(w)-k):

i, m = left[j-k], right[j+k]

if ans is None or w[i] + w[j] + w[m] > w[ans[0]] + w[ans[1]] + w[ans[2]]:

ans = (i, j, m)

return ans

**LeetCode 114. Flatten Binary Tree to Linked List**

class Solution:

def flatten(self, root):

if root is None:

return

if root.left is None and root.right is not None:

self.flatten(root.right)

return

if root.left is not None and root.right is None:

self.flatten(root.left)

root.right = root.left

root.left = None

return

left = root.left

right = root.right

self.flatten(left)

self.flatten(right)

root.left = None

root.right = left

now = root

while now.right:

now = now.right

now.right = right

**LeetCode 349. Intersection of Two Arrays**

class Solution:

def intersection(self, nums1, nums2):

"""

:type nums1: List[int]

:type nums2: List[int]

:rtype: List[int]

"""

results = []

for num in nums1:

if num in nums2 and num not in results:

results.append(num)

return results

**LeetCode 438. Find All Anagrams in a String**

class Solution:

def findAnagrams(self, s, p):

"""

:type s: str

:type p: str

:rtype: List[int]

"""

results = []

\_p = dict()

for c in p:

\_p[c] = \_p.get(c, 0) + 1

\_s = dict()

for c in s[:len(p)]:

\_s[c] = \_s.get(c, 0) + 1

# print(\_p, \_s)

for i in range(len(s) - len(p) + 1):

if i > 0:

# print(i, s[i-1], s[i+len(p)])

\_s[s[i-1]] -= 1

\_s[s[i+len(p)-1]] = \_s.get(s[i+len(p)-1], 0) + 1

if self.helper(\_s, \_p):

results.append(i)

return results

def helper(self, \_s, \_p):

for c in \_s:

if \_s[c] != 0 and (c not in \_p or \_s[c] != \_p[c]):

return False

return True

**LeetCode 560. Subarray Sum Equals K**

class Solution:

def subarraySum(self, nums: List[int], k: int) -> int:

sums = dict()

sums[0] = 1

result = 0

s = 0

for num in nums:

s += num

result += sums.get(s-k, 0)

sums[s] = sums.get(s, 0) + 1

return result

**LeetCode 76. Minimum Window Substring**

class Solution:

def minWindow(self, s: str, t: str) -> str:

if s is None or len(s) == 0:

return ''

t\_d = dict()

for i, c in enumerate(t):

t\_d[c] = t\_d.get(c, 0) + 1

flag = False

n = len(s)

l = 0

res = s

s\_d = dict()

for r in range(n):

s\_d[s[r]] = s\_d.get(s[r], 0) + 1

while self.helper(s\_d, t\_d):

flag = True

if r - l + 1 < len(res):

res = s[l:r+1]

s\_d[s[l]] -= 1

l += 1

if not flag:

return ''

return res

def helper(self, s\_d, t\_d):

for c in t\_d:

if c not in s\_d or s\_d[c] < t\_d[c]:

return False

return True

**LeetCode 138 Copy List with Random Pointer**

class Solution:

def copyRandomList(self, head):

dummy = ListNode(-1, None, None)

node2copy = dict()

copy\_cur = dummy

cur = head

while cur is not None:

copy\_cur.next = Node(cur.val, None, None)

node2copy[cur] = copy\_cur.next

cur = cur.next

copy\_cur = copy\_cur.next

copy\_cur = dummy

cur = head

while cur is not None:

if cur.random is not None:

copy\_cur.next.random = node2copy[cur.random]

cur = cur.next

copy\_cur = copy\_cur.next

return dummy.next

**LeetCode 133. Clone Graph**

class Solutions:

def \_\_init\_\_(self):

self.visited = dict()

def clone\_graph(self, node):

if node is None:

return None

if node.label is self.visited:

return self.visited[node.label]

clone = UndirectedGraphNode(node.label)

self.visited[clone.label] = clone

for n in node.neighbors:

clone.neighbors.append(self.clone\_graph(n))

return clone

**LeetCode 3. Longest Substring Without Repeating Characters**

class Solution:

def length\_of\_longest\_substring(self, s):

if s is None or len(s) == 0:

return 0

n = len(s)

res = 1

l = -1

index = dict()

for r in range(n):

if s[r] in memory:

l = max(l, memory[s[r]])

memory[s[r]] = r

res = max(res, r - l)

return res

**LeetCode 987. Vertical Order Traversal of a Binary Tree**

class Solution:

def verticalTraversal(self, root: TreeNode) -> List[List[int]]:

seen = dict()

def dfs(node, x, y):

if node is None:

return

if x not in seen:

seen[x] = dict()

if y not in seen[x]:

seen[x][y] = list()

seen[x][y].append(node)

dfs(node.left, x-1, y+1)

dfs(node.right, x+1, y+1)

dfs(root, 0, 0)

ans = []

for x in sorted(seen):

report = []

for y in sorted(seen[x]):

report.extend(sorted(node.val for node in seen[x][y]))

ans.append(report)

return ans

**LeetCode 694. Number of Distinct Islands**

class Solution:

def num\_distinct\_islands(self, grid):

seen = set()

def explore(r, c, r0, c0):

if r < 0 or c < 0 or r >= len(grid) or c >= len(grid) or grid[r][c] == 0 or (r, c) in seen:

return

seen.add((r, c))

shape.add((r-r0, c-c0))

explore(r-1, c, r0, c0)

explore(r+1, c, r0, c0)

explore(r, c-1, r0, c0)

explore(r, c+1, r0, c0)

shapes = set()

for r in range(len(grid)):

for c in range(len(grid[0])):

shape = set()

explore(r, c, r, c)

if len(shape) > 0:

shapes.add(frozenset(shape))

return len(shapes)

**LeetCode 297. Serialize and Deserialize Binary Tree**

class Solution:

def serialize(self, root):

vals = []

def helper(root):

if root is None:

vals.append(‘\*’)

else:

vals.append(str(root.val))

helper(root.left)

helper(root.right)

helper(root)

return ‘,’.join(vals)

def de\_serialize(self, data):

vals = iter(data.split(‘,’))

def helper():

node = vals.next()

if node == ‘\*’:

return None

root = TreeNode(int(node))

root.left = helper()

root.right = helper()

return root

return helper()

**LeetCode 236. Lowest Common Ancestor of a Binary Tree**

class Solution:

def lowestCommonAncestor(self, root: 'TreeNode', p: 'TreeNode', q: 'TreeNode') -> 'TreeNode':

if root is None:

return None

if root is p or root is q:

return root

left = self.lowestCommonAncestor(root.left, p, q)

right = self.lowestCommonAncestor(root.right, p, q)

if left is None:

return right

if right is None:

return left

return root

**LeetCode 94. Binary Tree Maximum Path Sum**

class Solution:

def max\_path\_sum(self, root):

self.result = -float(‘inf’)

self.helper(root)

return self.result

def helper(self, root):

if root is None:

return 0, 0, 0

l\_l\_max, l\_r\_max, l\_max = self.helper(root.left)

r\_l\_max, r\_r\_max, r\_max = self.helper(root.right)

l\_max = root.val + max(0, l\_l\_max, l\_r\_max)

r\_max = root.val + max(0, r\_l\_max, r\_r\_max)

max\_val = root.val + max(0, l\_l\_max, l\_r\_max) + max(0, r\_l\_max, r\_r\_max)

self.result = max(self.result, max\_val)

return l\_max, r\_max, max\_val

class Solution:

def max\_path\_sum(self, root):

self.max\_sum = -float(‘inf’)

def max\_gain(node):

if node is None:

return 0

left\_gain = max(0, max\_gain(node.left))

right\_gain = max(0, max\_gain(node.right))

path = node.val + left\_gain + right\_gain

self.max\_sum = max(self.max\_sum, path)

return node.val + max(left\_gain, right\_gain)

max\_gain(root)

return self.max\_sum

**LeetCode 199. Binary Tree Right Side View**

class Solution:

def right\_side\_view(self, root):

if root is None:

return []

matrix = []

queue = [root]

new\_queue = []

temp = []

while len(queue) > 0:

node = queue.pop(0)

temp.append(node)

if node.left:

new\_queue.append(node.left)

if node.right:

new\_queue.append(node.right)

if len(queue) == 0:

queue = new\_queue[:]

matrix.append(temp[:])

new\_queue = []

temp = []

results = []

for temp in matrix:

results.append(temp[-1])

return results

**LeetCode 938. Range Sum of BST**

class Solution:

def range\_sum\_bst(self, root, L, R):

self.ans = 0

def dfs(node):

if node is None:

return

if L <= node.val <= R:

self.ans += root.val

if L < node.val:

dfs(node.left)

if node.val < R:

dfs(node.right)

dfs(root)

return self.ans

**LeetCode 242. Valid Anagram**

class Solution:

def isAnagram(self, s: str, t: str) -> bool:

if s is None or t is None:

return False

if len(s) != len(t):

return False

all\_c = set()

s\_d = dict()

for c in s:

all\_c.add(c)

s\_d[c] = s\_d.get(c, 0) + 1

t\_d = dict()

for c in t:

all\_c.add(c)

t\_d[c] = t\_d.get(c, 0) + 1

for c in all\_c:

if c not in t\_d or c not in s\_d or s\_d[c] != t\_d[c]:

return False

return True

**LeetCode 387. First Unique Character in a String**

class Solution(object):

def firstUniqChar(self, s):

"""

:type s: str

:rtype: int

"""

before = set()

repeating = set()

for c in s:

if c in before:

repeating.add(c)

before.add(c)

for i in range(len(s)):

if s[i] not in repeating:

return i

return -1

**LeetCode 67. Add Binary**

class Solution:

def addBinary(self, a, b):

"""

:type a: str

:type b: str

:rtype: str

"""

if a == '0':

return b

if b == '0':

return a

results = [0] \* (max(len(a), len(b)) + 1)

a\_list = [int(x) for x in a]

b\_list = [int(x) for x in b]

i = 1

carry = 0

while i <= len(a\_list) or i <= len(b\_list):

temp = carry

if i <= len(a\_list):

temp += a\_list[-i]

if i <= len(b\_list):

temp += b\_list[-i]

if temp >= 2:

results[-i] = temp % 2

carry = temp // 2

else:

results[-i] = temp

carry = 0

i += 1

if carry == 1:

results[-i] = carry

while results and results[0] == 0:

results.pop(0)

return ''.join([str(x) for x in results])

**LeetCode 139. Word Break**

class Solution:

def word\_break(self, s, word\_dict):

if len(word\_dict) == 0:

return False

dp = [False] \* (len(s) + 1)

dp[0] = True

for i in range(1, len(s) + 1):

for j in range(i):

if dp[j] and s[j:i] in word\_dict:

dp[i] = True

break

return dp[-1]

**LeetCode 71. Simplify Path**

class Solution:

def simplify\_path(self, path):

if path is None or len(path) == 0:

return path

if path[-1] == ‘/’:

path = path[:-1]

temp = path.split(‘/’)

results = []

for dir in temp:

if dir == ‘.’ or dir == ‘’:

continue

elif dir == ‘..’:

if len(results) > 0:

results.pop()

else:

results.append(dir)

if len(results) >= 2:

return ‘/’ + ‘/’.join(results)

elif len(results) == 1;

return ‘/’ + results[0]

else:

return ‘/’

**LeetCode 72. Edit Distance**

class Solution:

def min\_distance(self, word1, word2):

if word1 is None or word2 is None:

return 0

m = len(word1)

n = len(word2)

dp = [[0] \* (n+1) for \_ in range(m+1)]

for i in range(m+1):

for j in range(n+1):

if i == 0 and j == 0:

continue

elif i == 0:

dp[i][j] = j

elif j == 0:

dp[i][j] = i

elif word1[i-1] == word2[j-1]:

dp[i][j] = dp[i-1][j-1]

else:

dp[i][j] = 1 + min(dp[i-1][j-1], dp[i][j-1], dp[i-1][j])

return dp[-1][-1]

**LeetCode 43. Multiply Strings**

class Solution:

def multiply(self, num1, num2):

if num1 == ‘0’ or num2 == ‘0’:

return ‘0’

m = len(num1)

n = len(num2)

results = [0] \* (m + n)

for i in reversed(range(m)):

digit1 = ord(num1[1]) - ord(‘0’)

for j in reversed(range(n)):  
 digit2 = ord(num2[j]) - ord(‘0’)

results[i+j+1] += digit1 \* digit2

while results[0] == 0:

results = results[1:]

carry = 0

for i in reversed(range(len(results))):

results[i] = results[i] + carry

if results[i] >= 10:

carry = results[i] // 10

results[i] = results[i] % 10

else:

carry = 0

if carry > 0:

results.insert(0, carry)

return ‘’.join([str(i) for i in results])

**LeetCode 49. Group Anagrams**

class Solution:

def groupAnagrams(self, strs):

"""

:type strs: List[str]

:rtype: List[List[str]]

"""

if strs is None or len(strs) == 0:

return []

results = []

hash = dict()

for str in strs:

sig = ''.join(sorted([char for char in str]))

if sig not in hash:

hash[sig] = [str]

else:

hash[sig].append(str)

for sig in hash:

results.append(hash[sig])

return results

**LeetCode 224. Basic Calculator**

class Solution:

def calculator(self, s):

i = 0

n = len(s)

stack = []

result = 0

sign = 1

while i < n:

char = s[i]

if char == ‘+’:

sign = 1

i += 1

elif char == ‘-’:

sign = -1

i += 1

elif char == ‘(‘:

stack.append((sign, result))

result = 0

sign = 1

i += 1

elif char == ‘)’:

pre\_sign, pre\_result = stack.pop()

result \*= pre\_sign

result += pre\_result

i += 1

elif char == ‘ ‘:

i += 1

else:

temp = 0

while i < n and s[i] not in set([‘(’, ‘)’, ‘ ’, ‘+’, ‘-’]):

temp = temp \* 10 + int(s[i])

i += 1

result += sign \* temp

return result

**LeetCode 791. Custom Sort String**

import collections

class Solution:

def custom\_sort\_string(self, S, T):

count = collections.Counter(T)

ans = []

for c in S:  
 ans.append(count[c] \* c)

count[c] = 0

for c in count:

ans.append(count[c] \* c)

return ‘’.join(ans)

**LeetCode 678. Valid Parenthesis String**

cmax counts the maximum open parenthesis,

which means the maximum number of unbalanced '(' that COULD be paired.

cmin counts the minimum open parenthesis,

which means the number of unbalanced '(' that MUST be paired.

class Solution:

def check\_valid\_string(self, s):

if s is None or len(s) == 0:

return True

cmin = 0

cmax = 0

for c in s:

if c == ‘(‘:

cmin += 1

cmax += 1

if c == ‘)’:

cmin = max(cmin-1, 0)

cmax -= 1

if c == ‘\*’:

cmin = max(cmin-1, 0)

cmax += 1

if cmax < 0:

return False

return cmin == 0

**LeetCode 449. Serialize and Deserialize BST**

class Solution:

def serialize(self, root):

vals = []

def pre\_order(node):

val.append(node.val)

pre\_order(node.left)

pre\_order(node.right)

pre\_order(root)

return ‘,’.join([str(i] for i in vals])

def de\_serialize(self, data):

vals = iter(int(i) for i in data.split(‘,’))

def build(min\_val, max\_val):

if vals and min\_val < vals[0] and max\_val:

val = vals.pop(0)

node = TreeNode(val)

node.left = build(min\_val, val)

node.right = build(val, max\_val)

return node

return build(-float(‘inf’), float(‘inf’)

**LeetCode 273. Integer to English Words**

def \_\_init\_\_(self):

self.twenties = ['', 'One', 'Two', 'Three', 'Four', 'Five', 'Six', 'Seven', 'Eight', 'Nine', 'Ten', 'Eleven', 'Twelve', 'Thirteen', 'Fourteen', 'Fifteen', 'Sixteen', 'Seventeen', 'Eighteen', 'Nineteen']

self.tens = ['', 'Ten', 'Twenty', 'Thirty', 'Forty', 'Fifty', 'Sixty', 'Seventy', 'Eighty', 'Ninety']

self.thousands = ['', 'Thousand', 'Million', 'Billion']

def numberToWords(self, num: int) -> str:

if num == 0:

return 'Zero'

result = ''

for i in range(len(self.thousands)):

if num % 1000 > 0:

result = self.helper(num%1000) + self.thousands[i] + ' ' + result

num //= 1000

return result.strip()

def helper(self, num):

if num == 0:

return ''

elif num < 20:

return self.twenties[num] + ' '

elif num < 100:

return self.tens[num//10] + ' ' + self.helper(num%10)

elif num < 1000:

return self.twenties[num//100] + ' Hundred ' + self.helper(num%100)

**LeetCode 192. Word Frequency**

**LeetCode 8. String to Integer (atoi)**

def class Solution:

def my\_atoi(self, str):

if str is None or len(str) == 0:

return 0

str = str.strip()

digits = ['0', '1', '2', '3', '4', '5', '6', '7', '8', '9']

if str == '' or str[0] not in ['+', '-'] + digits:

return 0

flag = 1

result = 0

if str[0] == '+':

str = str[1:]

elif str[0] == '-':

flag = -1

str = str[1:]

for char in str:

if char not in digits:

break

result = result \* 10 + ord(char) - ord('0')

result \*= flag

if result < -2147483648:

return -2147483648

if result > 2147483647:

return 2147483647

return result

**LeetCode 10. Regular Expression Matching**

class Solution:

'.' Matches any single character.

'\*' Matches zero or more of the preceding element.

def is\_match(self, s, p):

m = len(s)

n = len(p)

dp = [[False for j in range(n+1)] for i in range(m+1)]

dp[0][0] = True

# \* = 0

for i in range(2, n+1):

dp[0][i] = dp[0][i-2] and p[i-1] == ‘\*’

for i in range(1, m+1):

for j in range(1, n+1):

if p[j-1] != ‘\*’:

dp[i][j] = dp[i-1][j-1] and (s[i-1] == p[j-1] or p[j-1] == ‘.’)

else:

dp[i][j] = dp[i][j-1] # \* = 1

if j >= 2:

dp[i][j] |= dp[i][j-2] # \* = 0

if s[i-1] == p[j-2] or p[j-2] == ‘.’:

dp[i][j] |= dp[i-1][j]

return dp[-1][-1]

**LeetCode 301. Remove Invalid Parentheses**

class Solution:

def remove\_invalid\_parentheses(self, s):

results = []

visited = set()

self.remove(s, results, visited)

return results

def remove(self, s, results, visited):

mi = self.calc(s)

if mi == 0:

results.append(s)

return

n = len(s)

for i in range(n):

new\_s = s[:i] + s[i+1:]

if new\_s in visited:

continue

visited.add(new\_s)

new\_mi = self.calc(new\_s)

if new\_mi < mi:

self.remove(new\_s, results, visited)

def calc(self, s):

l = 0

r = 0

for c in s:

if c == '(':

l += 1

elif c == ')':

l -= 1

if l < 0:

r += 1

l = 0

return l + r

**LeetCode 51. N-Queens**

class Solution:

def solve\_N\_queens(self, n):

results = []

xy\_sum = set()

xy\_diff = set()

self.dfs(n, [], xy\_sum, xy\_diff, results)

anses = []

for result in results:

ans = []

for q in result:

ans.append('.' \* q + 'Q' + '.' \* (n - 1 - q))

anses.append(ans)

return anses

def dfs(self, n, path, xy\_sum, xy\_diff, results):

if len(path) == n:

results.append(path[:])

return

p = len(path)

for q in range(n):

if q in path or p + q in xy\_sum or p - q in xy\_diff:

continue

self.dfs(n, path + [q], xy\_sum.union([p+q]), xy\_diff.union([p-q], results)

**LeetCode 79. Word Search**

class Solution:

def exist(board, word):

m = len(board)

n = len(board[0])

for i in range(m):

for j in range(n):

if self.helper(board, word, i, j):

return True

return False

def helper(self, board, word, i, j):

if len(word) == 0:

return True

if i < 0 or j < 0 or i >= len(word) or j >= len(word[0]):

return False

if board[i][j] != word[0]:

return False

save = board[i][j]

board[i][j] = ‘.’

result = (

self.helper(board, word[1:], i-1, j)

or self.helper(board, word[1:], i, j-1)

or self.helper(board, word[1:], i, j+1)

or self.helper(board, word[1:], i+1, j)

)

board[i][j] = save

return result

**LeetCode 785. Is Graph Bipartite?**

class Solution:

def isBipartite(self, graph: List[List[int]]) -> bool:

color = dict()

n = len(graph)

for node in range(n):

if node in color:

continue

stack = [node]

color[node] = 0

while stack:

node = stack.pop()

for nei in graph[node]:

if nei not in color:

stack.append(nei)

color[nei] = 1 - color[node]

elif color[nei] == color[node]:

return False

return True

**LeetCode 494. Target Sum**

class Solution:

def findTargetSumWays(self, nums: List[int], S: int) -> int:

memo = dict()

n = len(nums)

for i in range(n):

memo[i] = dict()

return self.calc(nums, 0, 0, S, memo)

def calc(self, nums, i, sum, S, memo):

if i == len(nums):

if sum == S:

return 1

else:

return 0

if sum in memo[i]:

return memo[i][sum]

add = self.calc(nums, i+1, sum+nums[i], S, memo)

sub = self.calc(nums, i+1, sum-nums[i], S, memo)

memo[i][sum] = add + sub

return memo[i][sum]

**LeetCode 129. Sum Root to Leaf Numbers**

class Solution:

def sumNumbers(self, root):

"""

:type root: TreeNode

:rtype: int

"""

if root is None:

return 0

results = []

self.dfs(root, [], results)

result = 0

for path in results:

temp = 0

for num in path:

temp = temp \* 10 + num

result += temp

return result

def dfs(self, root, path, results):

if root is None:

return

path.append(root.val)

if root.left is None and root.right is None:

results.append(path[:])

self.dfs(root.left, path, results)

self.dfs(root.right, path, results)

path.pop()

**LeetCode 282. Expression Add Operators**

class Solution:

def add\_operator(self, num, target):

results = []

for i in range(1, len(num) + 1):

if i == 1 or (i > 1 and num[0] != ‘0’):

self.helper(num[i:], target, num[:i], int(num[:i]), int(num[:i]), results)

return results

def helper(self, num, target, path, cur, last, results):

if len(num) == 0:

if cur == target:

results.append(path)

return

for i in range(1, len(num) + 1):

val = num[:i]

if i == 1 or (i > 1 and num[0] != ‘0’):

self.helper(num[i:], target, path+‘+’+val, cur+int(val), int(val), results)

self.helper(num[i:], target, path+’-’+val, cur-int(val), -int(val), results)

self.helper(num[i:], target, path+’\*’+val, cur-last+last\*int(val), last\*int(val), results)

**LeetCode 37. Sudoku Solver**

class Solution:

def solve\_sudoku(self, board):

if board is None:

return

self.helper(board)

def helper(self, board):

for i in range(9):

for j in range(9):

if board[i][j] != ‘.’;

continue

for char in [str(x) for x in range(1,10)]:

if self.valid(board, i, j, char):

board[i][j] = char

if self.helper(board):

return True

else:

board[i][j] = ‘.’

return False

return True

def valid(self, board, row, col, char):

for i in range(9):

if board[i][col] == char:

return False

if board[row][i] == char:

return False

if board[3\*(row//3) + i//3][3\*(col//3) + i%3] == char:

return False

return True

**LeetCode 240. Search a 2D Matrix II**

class Solution:

def search\_matrix(self, matrix, target):

if matrix is None or len(matrix) == 0 or len(matrix[0]) == 0:

return False

m = len(matrix)

n = len(matrix[0])

i = 0

j = n-1

while i < m and j >= 0:

if matrix[i][j] == target:

return True

elif matrix[i][j] > target:

j -= 1

elif matrix[i][j] < target:

i += 1

return False

**LeetCode 278. First Bad Version**

class Solution(object):

def firstBadVersion(self, n):

"""

:type n: int

:rtype: int

"""

l = 1

r = n

while l + 1 < r:

m = (l + r) // 2

if isBadVersion(m):

r = m

else:

l = m

if isBadVersion(l):

return l

if isBadVersion(r):

return r

return 0

**LeetCode 29. Divide Two Integers**

class Solution:

def divide(self, dividend, divisor):

if divisor == 0:

return 2147483647

flag = 1

if (dividend > 0 and divisor < 0) or (divided < 0 and divisor > 0):

flag = -1

dividend = abs(dividend)

divisor = abs(dividend)

result = 0

while dividend >= divisor:

i = 0

while dividend >= (divisor << i):

i += 1

result += 1 << (i - 1)

dividend -= divisor << (i-1)

result \*= flag

if result < -2147483648 or result > 2147483647:

return 2147483647

return result

**LeetCode 34. Find First and Last Position of Element in Sorted Array**

class Solution:

def searchRange(self, nums: List[int], target: int) -> List[int]:

if nums is None or len(nums) == 0:

return [-1, -1]

results = []

n = len(nums)

l = 0

r = n - 1

while l + 1 < r:

m = (l + r) // 2

if nums[m] >= target:

r = m

else:

l = m + 1

if nums[l] == target:

results.append(l)

elif nums[r] == target:

results.append(r)

else:

return [-1, -1]

l = 0

r = n - 1

while l + 1 < r:

m = (l + r) // 2

if nums[m] > target:

r = m - 1

else:

l = m

if nums[r] == target:

results.append(r)

elif nums[l] == target:

results.append(l)

else:

return [-1, -1]

return results

**LeetCode 21. Merge Two Sorted Lists**

class Solution(object):

def mergeTwoLists(self, l1, l2):

dummy = ListNode(-1)

cur = dummy

l1\_cur = l1

l2\_cur = l2

while l1\_cur is not None and l2\_cur is not None:

if l1\_cur.val <= l2\_cur.val:

cur.next = l1\_cur

l1\_cur = l1\_cur.next

else:

cur.next = l2\_cur

l2\_cur = l2\_cur.next

cur = cur.next

if l1\_cur is not None:

cur.next = l1\_cur

if l2\_cur is not None:

cur.next = l2\_cur

return dummy.next

**LeetCode 92. Reverse Linked List II**

class Solution:

def reverse\_between(self, head, m, n):

if head is None:

return head

dummy = ListNode(-1)

dummy.next = head

lead = dummy

tail = dummy

for i in range(m-1):

lead = lead.next

for i in range(n):

tail = tail.next

new\_lead = lead.next

new\_tail = tail.next

tail.next = None

before, after = self.helper(new\_lead)

lead.next = before

after.next = new\_tail

return dummy.next

def helper(self, head):

after = head

before = None

current = head

while current:

next = current.next

current.next = before

before = current

current = next

return before, after

**LeetCode 143. Reorder List**

class Solution:

def reorder\_list(self, head):

if head is None or head.next is None:

return head

nodes = []

now = head

while now:

node.append(now)

now = now.next

dummy = ListNode(-1)

now = dummy

i = 0

j = len(nodes) - 1

while i < j:

now.next = nodes[i]

now.next.next = nodes[j]

now = now.next.next

i += 1

j -= 1

if i == j:

now.next = nodes[i]

now.next.next = None

else:

now.next = None

**LeetCode 23. Merge K Sorted Lists**

import heapq

class Solution:

def merge\_k\_lists(self, lists):

if lists is None or len(lists) == 0:

return None

heap = []

heap.heapify(heap)

for node in lists:

while node is not None:

heaqp.heappush(heap, node.val)

node = node.next

head = ListNode(-1)

cur = head

while len(heap) > 0:

cur.next = ListNode(heapq.heappop(heap))

cur = cur.next

return head.next

**LeetCode 109. Convert Sorted List to Binary Search Tree**

class Solution:

def sorted\_list\_to\_bst(self, head):

if head is None:

return None

if head.next is None:

return TreeNode(head.val)

dummy = ListNode(-1)

dummy.next = head

slow = dummy

fast = dummy

while fast and fast.next:

fast = fast.next.next

if fast is not None:

slow = slow.next

center = slow.next

slow.next = none

node = TreeNode(center.val)

node.left = self.sorted\_list\_to\_bst(head)

node.right = self.sorted\_list\_to\_bst(center.next)

return node

**LeetCode 426. Convert Binary Search Tree to Sorted Doubly Linked List**

class Solution:

def tree\_to\_doubly\_list(self, root):

if root is None:

return None

head = Node(0, None, None)

self.prev = head

self.helper(root)

self.prev.right = head.right

head.right.left = self.prev

return head.right

def helper(self, node):

if node is None:

return

self.helper(node.left)

self.prev.right = node

node.left = self.prev

self.prev = node

self.helper(node.right)

**LeetCode 146. LRU Cache**

class Node:

def \_\_init\_\_(self, key, val):

self.key = key

self.val = val

self.prev = None

self.next = None

class LRU:

def \_\_init\_\_(self, capacity):

self.capacity = capacity

self.dict = dict()

self.head = Node(0, 0)

self.tail = Node(0, 0)

self.head.next = self.tail

self.tail.prev = self.head

def get(self, key):

if key in self.dict():

n = self.dict[key]

self.\_remove(n)

self.\_add(n)

return n.val

return -1

def put(self, key, val):

if key in self.dict:

n = self.dict[key]

self.\_remove(n)

n = Node(val)

self.dict[key] = n

self.\_add(n)

if len(self.dict) > self.capacity:

p = self.head.next

self.\_remove(p)

del self.dict[p.key]

def \_add(self, n):

p = self.tail.prev

p.next = n

n.prev = p

self.tail.prev = n

n.next = self.tail

def \_remove(self, n):

prev = n.prev

nex = n.next

prev.next = nex

nex.prev = prev

**LeetCode 97. Interleaving String**

class Solution:

def is\_interleave(self, s1, s2, s3):

m = len(s1)

n = len(s2)

if m == 0:

return s2 == s3

if n == 0:

return s1 == s3

if m + n != len(s3):

return False

dp = [[False] \* (n + 1) for \_ in range(m+1)]

for i in range(m+1):

for j in range(n+1):

if i == 0 and j == 0:

dp[i][j] = True

elif i == 0:

dp[i][j] = (s2[:j] == s3[:j])

elif j == 0:

dp[i][j] = (s1[:i] == s3[:i])

else:

dp[i][j] = (dp[i-1][j] and s1[i-1] == s3[i+j-1]) or (d[i][j-1] and s2[j-1] == s3[i+j-1])

return dp[-1][-1]

**300. Longest Increasing Subsequence**

class Solution:

def length\_of\_LIS(self, nums):

if nums is None or len(nums) == 0:

return 0

n = len(nums)

dp = [1] \* n

max\_lis = 1

for i in range(1, n):

for j in range(i):

if nums[i] > nums[j]:

dp[i] = max(dp[i], dp[j] + 1)

max\_lis = max(max\_lis, dp[i])

return max\_lis

**LeetCode 416. Partition Equal Subset Sum**

class Solution:

def can\_partition(self, nums):

num\_sum = sum(nums)

if num\_sum % 2 == 1:

return False

half = num\_sum // 2

access = [False] \* (half + 1)

access[0] = True

for num in nums:

for i in reversed(range(num, half+1)):

if access[i-num]:

access[i] = True

return access[-1]

**LeetCode 639. Decode Ways II**

class Solution:

def num\_decodings(self, s):

e0, e1, e2 = 1, 0, 0

for c in s:

if c != ‘\*’:

f0 = (c > ‘0’) \* e0 + e1 + (c<=’6’) \* e2

f1 = (c==’1’) \* e0

f2 = (c==’2’) \* e0

else:

f0 = 9 \* e0 + 9 \* e1 + 6 \* e2

f1 = e0

f2 = e0

e0, e1, e2 = f0, f1, f2

return e0

**LeetCode 664. Strange Printer**

class Solution:

def strange\_printer(self, s):

if s is None or len(s) == 0:

return 0

n = len(s)

dp = [[0] \* n for \_ in range(n)]

for i in range(n):

for j in range(i, n):

dp[i][j] = j - i + 1

for i in reversed(range(n)):

for j in range(i+1, n):

for k in range(i, j):

dp[i][j] = min(dp[i][j], dp[i][k] + dp[k+1][j])

if s[i] == s[j]:

dp[i][j] -= 1

return dp[0][n-1]

**LeetCode 903. Valid Permutations for DI Sequence**

class Solution:

def accont\_merge(self, accounts):

self.root = dict()

em2id = dict()

em2name = dict()

i = 0

for acc in accounts:

name = acc[0]

for em in acc[1:]:

em2id[em] = i

em2name[em] = name

self.root[i] = i

i += 1

ans = collections.defaultdict(list)

for em in em2id:

ans[self.find(em2id[em])].append(em)

return [[em2name[v[0]]] + sorted(v) for v in ans.values()]

def find(self, x):

if self.root[x] != x:

self.root[x] = self.find(self.root[x])

return self.root[x]

def union(self, x, y):

self.root[self.find(x)] = self.find(y)

**LeetCode 399. Evaluate Division**

class Solution:

def calc\_equation(self, equations, values, queries):

n = len(equations)

self.root = dict()

for i in range(n):

a = equations[i][0]

b = equations[i][1]

self.root[a] = [a, 1]

self.root[b] = [b, 1]

for i in range(n):

a = equations[i][0]

b = equations[i][1]

self.union(a, b, values[i])

results = []

for query in queries:

a = query[0]

b = query[1]

a\_root, a\_times = self.find(a)

b\_root, b\_times = self.find(b)

if a\_root != b\_root or a\_root == '\*' or b\_root == '\*':

results.append(-1.0)

else:

results.append(a\_times/b\_times)

return results

def union(self, a, b, value):

a\_root, a\_times = self.find(a)

b\_root, b\_times = self.find(b)

self.root[a\_root] = [b\_root, value \* b\_times / a\_times]

def find(self, a):

if a not in self.root:

return ['\*', 1]

a\_root, a\_times = self.root[a]

if a\_root != a:

a\_root\_root, a\_root\_times = self.find(a\_root)

self.root[a] = [a\_root\_root, a\_times \* a\_root\_times]

return self.root[a]

**LeetCode 263. Ugly Number**

class Solution:

def isUgly(self, num: int) -> bool:

if num <= 0:

return False

if num in set([1, 2, 3, 4, 5]):

return True

if num % 2 == 0:

return self.isUgly(num//2)

elif num % 3 == 0:

return self.isUgly(num//3)

elif num % 5 == 0:

return self.isUgly(num//5)

else:

return False

**LeetCode 794. Valid Tic-Tac-Toe State**

class Solution:

def validTicTacToe(self, board: List[str]) -> bool:

first = 'X'

second = 'O'

x\_count = sum(row.count('X') for row in board)

o\_count = sum(row.count('O') for row in board)

print(x\_count, o\_count)

def win(board, player):

for i in range(3):

if all(board[i][j] == player for j in range(3)):

return True

if all(board[j][i] == player for j in range(3)):

return True

if player == board[0][0] == board[1][1] == board[2][2]:

return True

if player == board[0][2] == board[1][1] == board[2][0]:

return True

return False

if o\_count not in set([x\_count-1, x\_count]):

return False

if win(board, first) and x\_count-1 != o\_count:

return False

if win(board, second) and x\_count != o\_count:

return False

return True

**LeetCode 670. Maximum Swap**

class Solution:

def maximumSwap(self, num):

"""

:type num: int

:rtype: int

"""

num\_str = str(num)

num\_list = [char for char in num\_str]

num\_list\_sorted = sorted(num\_list, reverse=True)

index = 0

for i in range(len(num\_str)):

if num\_list[i] != num\_list\_sorted[i]:

index = i

break

max\_index = index

for i in range(index+1, len(num\_str)):

if num\_list[i] >= num\_list[max\_index]:

max\_index = i

num\_list[index], num\_list[max\_index] = num\_list[max\_index], num\_list[index]

# print(num\_str, num\_list, num\_list\_sorted)

return int(''.join(num\_list))

**LeetCode 20. Valid Parentheses**

class Solution:

def isValid(self, s: str) -> bool:

if s is None or len(s) == 0:

return True

n = len(s)

if n % 2 == 1:

return False

stack = []

for c in s:

if c in set(['(', '[', '{']):

stack.append(c)

else:

if len(stack) > 0:

top = stack.pop()

if (top == '(' and c == ')') or (top == '{' and c == '}') or (top == '[' and c == ']'):

continue

else:

return False

else:

return False

return len(stack) == 0

**LeetCode 844. Backspace String Compare**

class Solution:

def backspaceCompare(self, S: str, T: str) -> bool:

s\_l = self.to\_list(S)

t\_l = self.to\_list(T)

if s\_l == t\_l:

return True

return False

def to\_list(self, S):

s\_l = []

for c in S:

if c != '#':

s\_l.append(c)

else:

if len(s\_l) > 0:

s\_l.pop()

return s\_l

**LeetCode 480. Sliding Window Median**

def medianSlidingWindow(nums, k):

small, large = [], []

for i, n in enumerate(nums[:k]):

heapq.heappush(small, (-n,i))

for \_ in range(k-k//2):

move(small, large)

ans = [get\_med(small, large, k)]

for i, n in enumerate(nums[k:]):

if n >= large[0][0]:

heapq.heappush(large, (n, i+k))

if nums[i] <= large[0][0]: move(large, small)

else:

heapq.heappush(small, (-n, i+k))

if nums[i] >= large[0][0]:

move(small, large)

while small and small[0][1] <= i:

heapq.heappop(small)

while large and large[0][1] <= i:

heapq.heappop(large)

ans.append(get\_med(small, large, k))

return ans

def move(h1, h2):

x, i = heapq.heappop(h1)

heapq.heappush(h2, (-x, i))

def get\_med(h1, h2, k):

return h2[0][0] \* 1. if k & 1 else (h2[0][0]-h1[0][0]) / 2.

**LeetCode 211. Add and Search Word - Data structure design**

class WordDictionary:

def \_\_init\_\_(self):

"""

Initialize your data structure here.

"""

self.root = Node()

def addWord(self, word):

"""

Adds a word into the data structure.

:type word: str

:rtype: void

"""

cur = self.root

for char in word:

if char not in cur.children:

cur.children[char] = Node()

cur = cur.children[char]

cur.is\_word = True

def search(self, word):

"""

Returns if the word is in the data structure. A word could contain the dot character '.' to represent any one letter.

:type word: str

:rtype: bool

"""

return self.helper(word, self.root)

def helper(self, word, node):

for char in word:

if char == '.':

for child in node.children:

if self.helper(word[1:], node.children[child]):

return True

return False

else:

if char not in node.children:

return False

return self.helper(word[1:], node.children[char])

return node.is\_word

**LeetCode 348. Design Tic-Tac-Toe**

Record the number of moves for each rows, columns, and two diagonals.

For each move, we -1 for each player 1's move and +1 for player 2's move.

Then we just need to check whether any of the recored numbers equal to n or -n.

class TicTacToe(object):

def \_\_init\_\_(self, n):

self.row, self.col, self.diag, self.anti\_diag, self.n = [0] \* n, [0] \* n, 0, 0, n

def move(self, row, col, player):

offset = player \* 2 - 3

self.row[row] += offset

self.col[col] += offset

if row == col:

self.diag += offset

if row + col == self.n - 1:

self.anti\_diag += offset

if self.n in [self.row[row], self.col[col], self.diag, self.anti\_diag]:

return 2

if -self.n in [self.row[row], self.col[col], self.diag, self.anti\_diag]:

return 1

return 0

**LeetCode 269. Alien Dictionary**

class Solution:

def alienOrder(self, words: List[str]) -> str:

IN = dict()

OUT = dict()

for word in words:

for ch in word:

if ch not in IN:

IN[ch] = set()

if ch not in OUT:

OUT[ch] = set()

n = len(words)

for i in range(n-1):

word1 = words[i]

word2 = words[i+1]

k = 0

while k < len(word1) and k < len(word2):

if word1[k] != word2[k]:

IN[word2[k]].add(word1[k])

OUT[word1[k]].add(word2[k])

break

k += 1

print(IN)

print(OUT)

queue = []

results = []

for ch in IN:

if len(IN[ch]) == 0:

queue.append(ch)

print(queue)

if len(queue) == 0:

return ''

while len(queue) > 0:

ch = queue.pop(0)

results.append(ch)

for n in OUT[ch]:

IN[n].remove(ch)

if len(IN[n]) == 0:

queue.append(n)

for ch in IN:

if len(IN[ch]) > 0:

return ''

return ''.join(results)

**[HARD] LeetCode 358. Rearrange String k Distance Apart**

The idea is simple: we only worry about the most frequent character(s).

For example aaaabbbbcccddefg, ais the most frequent letter, so we start with a structure like

a [] a [] a [] a []

from collections import defaultdict

class Solution(object):

def rearrangeString(self, string, k):

if not string:

return ''

count = defaultdict(int)

for s in string:

count[s] += 1

# sort the letters according to the frequency

stack = sorted(list(count.items()), key=lambda t: t[1])

char, count = stack.pop() # get most frequent character

lst = [[char] for \_ in range(count)]

# take care of the letters with same highest freq

while stack and stack[-1][1] == count:

char, \_ = stack.pop()

for l in lst:

l.append(char)

# all the characters left

res = ''.join(c\*n for c, n in stack)

# padding

for i, r in enumerate(res):

lst[i % (len(lst)-1)].append(r)

for l in lst[:-1]:

if len(l) < k:

return ''

return ''.join(''.join(l) for l in lst)

**[HARD] LeetCode 126. Word Ladder II**

class Solution(object):

def findLadders(self, beginWord, endWord, wordList):

wordList = set(wordList)

res = []

layer = {}

layer[beginWord] = [[beginWord]]

while layer:

newlayer = collections.defaultdict(list)

for w in layer:

if w == endWord:

res.extend(k for k in layer[w])

else:

for i in range(len(w)):

for c in 'abcdefghijklmnopqrstuvwxyz':

neww = w[:i]+c+w[i+1:]

if neww in wordList:

newlayer[neww]+=[j+[neww] for j in layer[w]]

wordList -= set(newlayer.keys())

layer = newlayer

return res

**LeetCode 378. Kth Smallest Element in a Sorted Matrix**

class Solution(object):

def kthSmallest(self, matrix, k):

result, heap = None, []

heapq.heappush(heap, (matrix[0][0], 0, 0))

while k > 0:

result, i, j = heapq.heappop(heap)

if i == 0 and j + 1 < len(matrix):

heapq.heappush(heap, (matrix[i][j + 1], i, j + 1))

if i + 1 < len(matrix):

heapq.heappush(heap, (matrix[i + 1][j], i + 1, j))

k -= 1

return result

**LeetCode 903. Valid Permutations for DI Sequence**

Intuition:

This the only problem this week that I feel like writing a solution.

But don't know how to explain.

dp[i][j] means the number of possible permutations of first i + 1 digits,

where the i + 1th digit is j + 1th smallest in the rest of digits.

Ok, may not make sense ... Let's see the following diagram.

![image](data:image/png;base64,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)

I take the example of S = "DID".

The permutation can start from 1, 2, 3, 4.

So dp[0][0] = dp[0][1] = dp[0][2] = dp[0][3] = 1.

In the parenthesis, I list all possible permutations.

We decrese from the first digit to the second,

the down arrow show the all possibile decresing pathes.

The same, cause we increase from the second digit to the third,

the up arrow show the all possibile increasing pathes.

dp[2][1] = 5, mean the number of permutations

where the third digitis the second smallest of the rest.

We have 413,314,214,423,324.

Fow example 413, where 2,3 are left and 3 the second smallest of them.

Explanation:

As shown in the diagram,

for "I", we calculate prefix sum of the array,

for "D", we calculate sufixsum of the array.

Time Complexity:

O(N^2)

C++:

int numPermsDISequence(string S) {

int n = S.length(), mod = 1e9 + 7;

vector<vector<int>> dp(n + 1, vector<int>(n + 1));

for (int j = 0; j <= n; j++) dp[0][j] = 1;

for (int i = 0; i < n; i++)

if (S[i] == 'I')

for (int j = 0, cur = 0; j < n - i; j++)

dp[i + 1][j] = cur = (cur + dp[i][j]) % mod;

else

for (int j = n - i - 1, cur = 0; j >= 0; j--)

dp[i + 1][j] = cur = (cur + dp[i][j + 1]) % mod;

return dp[n][0];

}

Java:

public int numPermsDISequence(String S) {

int n = S.length(), mod = (int)1e9 + 7;

int[][] dp = new int[n + 1][n + 1];

for (int j = 0; j <= n; j++) dp[0][j] = 1;

for (int i = 0; i < n; i++)

if (S.charAt(i) == 'I')

for (int j = 0, cur = 0; j < n - i; j++)

dp[i + 1][j] = cur = (cur + dp[i][j]) % mod;

else

for (int j = n - i - 1, cur = 0; j >= 0; j--)

dp[i + 1][j] = cur = (cur + dp[i][j + 1]) % mod;

return dp[n][0];

}

Now as we did for every DP, make it 1D dp.

Reminded by @apple702, in the Java solution, it should be dp=Arrays.copyOf(dp2, n);

Otherwise it passes an address.

C++:

int numPermsDISequence(string S) {

int n = S.length(), mod = 1e9 + 7;

vector<int> dp(n + 1, 1), dp2(n);

for (int i = 0; i < n; dp = dp2, i++) {

if (S[i] == 'I')

for (int j = 0, cur = 0; j < n - i; j++)

dp2[j] = cur = (cur + dp[j]) % mod;

else

for (int j = n - i - 1, cur = 0; j >= 0; j--)

dp2[j] = cur = (cur + dp[j + 1]) % mod;

}

return dp[0];

}

Java:

public int numPermsDISequence(String S) {

int n = S.length(), mod = (int)1e9 + 7;

int[] dp = new int[n + 1], dp2 = new int[n];;

for (int j = 0; j <= n; j++) dp[j] = 1;

for (int i = 0; i < n; i++) {

if (S.charAt(i) == 'I')

for (int j = 0, cur = 0; j < n - i; j++)

dp2[j] = cur = (cur + dp[j]) % mod;

else

for (int j = n - i - 1, cur = 0; j >= 0; j--)

dp2[j] = cur = (cur + dp[j + 1]) % mod;

dp = Arrays.copyOf(dp2, n);

}

return dp[0];

}

Python:

def numPermsDISequence(self, S):

dp = [1] \* (len(S) + 1)

for c in S:

if c == "I":

dp = dp[:-1]

for i in range(1, len(dp)):

dp[i] += dp[i - 1]

else:

dp = dp[1:]

for i in range(len(dp) - 1)[::-1]:

dp[i] += dp[i + 1]

return dp[0] % (10\*\*9 + 7)